**WEEK – 4**

1. **Hands-on 1: Create a Spring Web Project using Maven:**

**STEP 1: Go to Spring Initialize**

Open your browser and go to: <https://start.spring.io>

**STEP 2: Fill Project Metadata**

* **Group:** com.cognizant
* **Artifact:** spring-learn

**STEP 3: Add Dependencies**

Click "Add Dependencies" and include:

* Spring Web
* Spring Boot DevTools

**STEP 4: Generate and Extract Project**

* Click **Generate**, it downloads a ZIP file.
* Extract the ZIP to a folder inside your **Eclipse Workspace**.

**STEP 5: Import Project into Eclipse**

* Open Eclipse
* Go to: File → Import → Maven → Existing Maven Projects → Next
* Browse and select the extracted folder → Click **Finish**

**STEP 6: Build the Project via Command Line**

* Open Command Prompt → go to the project folder  
  **Run this command:**

mvn clean package -Dhttp.proxyHost=proxy.cognizant.com -Dhttp.proxyPort=6050 -Dhttps.proxyHost=proxy.cognizant.com -Dhttps.proxyPort=6050 -Dhttp.proxyUser=123456

**STEP 7: Add Logging to Main Class**

Open SpringLearnApplication.java inside:

src/main/java/com/cognizant/springlearn/

**Edit it like this:**

@SpringBootApplication

public class SpringLearnApplication {

private static final Logger LOGGER = LoggerFactory.getLogger(SpringLearnApplication.class);

public static void main(String[] args) {

LOGGER.info("START");

SpringApplication.run(SpringLearnApplication.class, args);

LOGGER.info("END");

}

}

**STEP 8: Run the Application**

* Right-click on SpringLearnApplication.java  
  → Run As → Java Application

**STEP 9: Verify Console Output**

You should see logs:
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1. **Hands-on 4: Spring Core – Load Country from Spring Configuration XML .**

**Steps:**

1. **Create a Project**
2. Go to <https://start.spring.io>
3. Group: com.cognizant
4. Artifact: spring-learn
5. Dependencies: None needed for this task
6. Extract the zip and import it in Eclipse via:
7. File > Import > Existing Maven Projects
8. **Create Country Java Bean**

**📁 Path: src/main/java/com/cognizant/springlearn/Country.java**

package com.cognizant.springlearn;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

public class Country {

private String code;

private String name;

private static final Logger LOGGER = LoggerFactory.getLogger(Country.class);

public Country() {

LOGGER.debug("Inside Country Constructor.");

}

public String getCode() {

LOGGER.debug("Getting code: {}", code);

return code;

}

public void setCode(String code) {

LOGGER.debug("Setting code: {}", code);

this.code = code;

}

public String getName() {

LOGGER.debug("Getting name: {}", name);

return name;

}

public void setName(String name) {

LOGGER.debug("Setting name: {}", name);

this.name = name;

}

@Override

public String toString() {

return "Country [code=" + code + ", name=" + name + "]";

}

}

1. **Create country.xml**

📁 Path: src/main/resources/country.xml

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

https://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="country" class="com.cognizant.springlearn.Country">

<property name="code" value="IN" />

<property name="name" value="India" />

</bean>

</beans>

1. **Modify SpringLearnApplication.java**

📁 Path: src/main/java/com/cognizant/springlearn/SpringLearnApplication.java

package com.cognizant.springlearn;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class SpringLearnApplication {

private static final Logger LOGGER = LoggerFactory.getLogger(SpringLearnApplication.class);

public static void main(String[] args) {

LOGGER.info("START");

displayCountry();

LOGGER.info("END");

}

public static void displayCountry() {

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

Country country = (Country) context.getBean("country", Country.class);

LOGGER.debug("Country : {}", country.toString());

}

}

1. **Run the Application**
2. Right-click SpringLearnApplication.java
3. Select Run As > Java Application

**Console Output:**
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1. **Hands-on 5: Hello World RESTful Web Service**

**Steps:**

**STEP 1: Create Spring Boot Project**

1. Go to: <https://start.spring.io>
2. Fill the fields:
   1. Group: com.cognizant
   2. Artifact: spring-learn-rest
3. Add dependencies:
   1. Spring Web
4. Click on "Generate" to download the project zip.
5. Extract the ZIP to your Eclipse workspace folder.

**STEP 2: Import the Project into Eclipse**

1. Open Eclipse.
2. Go to File > Import.
3. Select Maven > Existing Maven Projects → Next.
4. Browse and select the extracted spring-learn-rest folder.
5. Click Finish.

**STEP 3: Create the HelloController**

📁 Location: src/main/java/com/cognizant/springlearn/controller/HelloController.java

Right-click src/main/java → New → Package → Name it com.cognizant.springlearn.controller  
Then inside it, create a new class named HelloController:

Paste the following code:

package com.cognizant.springlearn.controller;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class HelloController {

private static final Logger LOGGER = LoggerFactory.getLogger(HelloController.class);

@GetMapping("/hello")

public String sayHello() {

LOGGER.info("START");

String message = "Hello World";

LOGGER.info("END");

return message;

}

}

**STEP 4: Update Application Properties**

To make sure it runs on port 8083:  
📁 src/main/resources → application.properties

Add this:

server.port=8083

**STEP 5: Run the Application**

1. Right-click SpringLearnApplication.java (in com.cognizant.springlearn).
2. Choose Run As > Java Application.
3. Wait for console to show:  
   Tomcat started on port 8083...

**STEP 6: Test the REST Endpoint**

1. Open Chrome or any browser.
2. Enter the URL: <http://localhost:8083/hello>
3. You should see:

**Hello World**

**Console Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjYAAACJCAYAAAA/tXK8AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAe0SURBVHhe7d2xUmJJA4bhb/8bQQMLAu7hlIkmk+EFEI3RRptQRUyVyUYTuZEXgJkJJhb3QHAsA+VK9g9ARcQRHFy153mqCObQ2gMJb3X3wT+azea/AQAowP+WLwAAfFXCBgAohrABAIohbACAYggbAKAYwgYAKIawAQCKIWwAgGIIGwCgGMIGACiGsAEAiiFsAIBiCBsAoBjCBgAohrABAIohbACAYggbAKAYwgYAKMYHhk0np3WdUa+9/MQ7+6h5AYD3tkHYzIKgXnicdpbHAAB8nPXCpnOauh5k5+worVZr9uiPUw2sfAAAn8caYdNO73uVjPs5PJk8Xj4/ztHZNI3un7lfuGn3Rqnr04d/z8xXeubLO7Mxdep6kCpJozt8sgq0GErt3ij1qJf20mrRckxte14A4Gt6PWza37LfSMaX58vPZHJxlWmqHGywJTU5OZyv+vQzTjJdXAVqtZ7GU5I0uhnWg6Q/H3N0lnSHG2+DbTwvAPDlvBo27W/7aWSa2+vlZ5JMbnKXZGfvfVc7xv1Wju+7anKSf8ZJ9b2X950VAPhqXg2bmbvcfNiCxjjLi0XXt9OksZvm08sAwG9uzbDZyTsvygAA/LJXw2Zyc5ekkd1VyyPtvewkufuPl3Oau41keptVu2MAwO/r1bDJ+WXGSaoVJ4Q7f3bTWLFV9MQ8fp67zmxHaVUx/Uw7e7Oayk9zauvzAgCf3ethk/P8OJsm1eDJnUjt3iiDKhn3j/Nwrnf5Lql2L6NhN43HH1swyc1dkup7NrnTunM6TLcxTv/hNPF/My8A8Pn90Ww2/12+uFLnNPWgWrgwzdnRYZbvkm73Rhl275NinH7rR/ZGw3Tv+mktxMh8dHqjYR6Gz2/Dvr/1+unvehiQo8OTZ6s125wXAPia1g+bDzCLlbv0W4+rQgAAL1ljKwoA4GsQNgBAMYQNAFCMT33GBgBgE1ZsAIBiCBsAoBjCBgAohrABAIohbACAYggbAKAYwgYAKIawAQCKIWwAgGIIGwCgGMIGACiGsAEAiiFsAIBiCBsAoBjCBgAohrABAIohbACAYggbAKAYwgYAKIawAQCKIWwAgGIIGwCgGMIGACiGsAEAiiFsAIBiCBsAoBgfEzbtXkZ1nfr+MeqlvTwmG4wrxS+93k5O6zqj3qqfmD33+u9bdxwAfE4fEzaTkxy2Wmm1WumPl59csO64Urzb673O7XT52irrjgOAz2mNsHl5JaDdG6WuT9NZfuIL+/lraqc3Wv1eAAAfb42woRh3N5ksX1tl3XEA8Mm8Q9jMVjUezonUo/w3Cxzz8yELj9PVyy6/oJndxvK1NeZt9zKavw+zFaFtvDfL7/Mg1fIQAPjNbDlsOjmth+ne9dOanxU5Oku6wxUf9tvU7mVUD7JzdrQw7zTVYPN5Jzd3SXay95PguLuZr2dsNG8j3WGd4e4/87FHOZs20v37DQd1272M6mH2rx7nbbX62eqxHAD4grYaNu3e91QZp398/nBtcvJXzqZJdfDsk35L2un93U1j3M/hyeMGyuTkMP1xUn1/Qzgs6JzWqZ9XytvmHffTenhvJrm4miaN3TSXhr2m82c3jelZ/lqYFwDYIGwa3eGT7Za6rjPsLu7LtPNtv5GML/OYNUkyyWwRZO/5B/02tL9lv5FMb6+Xn8n55Thp7OfbJhNf32aaRnabSdLJQZWkOpgdJm7vZSfT3F6/bd7x5dI7c3KYVut46f16zez/NL26cA4GAJasHTbThe2WxW2XR/PzJ9XgWQANqrxpZWITD9tD29Q5SDU+y9m0yksLTu8y79bN4/JV644DgM9p7bB53fw7UMaP52uePjZdmdjMzopDMe29neVLr5vc5P6zvXNQZXx5kour6cJW2l0WW2Zr8wIAv2yLYfPOW04vmVxkdlTl+XpQc7eRTK9y8YZFlZ29Xg6qcS7Pk8nFVabVQTrN3Txsvr3TvK+bBeTyvLPzTS87P24tnO952brjAOAz2mLYJOc/zjJtdDNcedj2vUxy8s84qQZPvjiv3RtlUE1z9tfJhmdR5itP+/uppre5zn3EVBkMFtNh2/Oua37ouPr+cKt4uzfKcP8u4xe/Nfj+lvSXvnjw3rrjAOBz2mrYzP4kQD/jFedslj/8n56/6Wb4C+NyfpxWf/zkgPOwe5d+6zBvvXGo0WgsHNCdx0SS3MdOtj/vuq93dufV7Pbxup7fQn74I7dPfhsA/H7+aDab/y5fBAD4ira7YgMA8IGEDQBQDGEDABRD2AAAxRA2AEAxhA0AUAxhAwAUQ9gAAMUQNgBAMYQNAFAMYQMAFEPYAADFEDYAQDGEDQBQDGEDABRD2AAAxRA2AEAxhA0AUAxhAwAUQ9gAAMUQNgBAMYQNAFAMYQMAFEPYAADFEDYAQDGEDQBQDGEDABRD2AAAxRA2AEAxhA0AUAxhAwAUQ9gAAMUQNgBAMYQNAFAMYQMAFEPYAADFEDYAQDGEDQBQDGEDABRD2AAAxRA2AEAxhA0AUAxhAwAUQ9gAAMUQNgBAMYQNAFAMYQMAFEPYAADFEDYAQDGEDQBQDGEDABRD2AAAxRA2AEAxhA0AUAxhAwAUQ9gAAMUQNgBAMYQNAFAMYQMAFEPYAADFEDYAQDH+D2BfD5CuCZk1AAAAAElFTkSuQmCC)**

1. **Hands on 2 REST - Country Web Service**

**OBJECTIVE:**

Create a REST endpoint:

URL: http://localhost:8083/country

Returns a JSON response of **India's country details**

Controller: CountryController

Method: getCountryIndia()

Load India as a Spring bean from an XML configuration.

STEP 1: **Create the Country Model Class**

**Country.java**

**package com.cognizant.springlearn.model;**

public class Country {

private String code;

private String name;

// Getters and Setters

public String getCode() {

return code;

}

public void setCode(String code) {

this.code = code;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

**STEP 2: Create Spring XML Configuration**

**country.xml in src/main/resources**

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="in" class="com.cognizant.springlearn.model.Country">

<property name="code" value="IN"/>

<property name="name" value="India"/>

</bean>

</beans>

**STEP 3: Create the Controller**

**CountryController.java**

**java**

package com.cognizant.springlearn.controller;

import com.cognizant.springlearn.model.Country;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class CountryController {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryController.class);

@RequestMapping("/country")

public Country getCountryIndia() {

LOGGER.info("START - getCountryIndia()");

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

Country country = (Country) context.getBean("in");

LOGGER.info("END - getCountryIndia()");

return country;

}

}

**STEP 4: application.properties**

**Ensure this exists:**

**Properties:**

server.port=8083

**STEP 5: Run the Application In Eclipse:**

Run your main class (typically SpringLearnApplication.java)

**STEP 6: Test the Endpoint**

**In Browser**

http://localhost:8083/country

**Console Output:**

**![](data:image/png;base64,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)**

**STEP 7: Understanding the Execution & Internals**

* ApplicationContext loads country.xml
* Bean with ID "in" is fetched and cast to Country
* That Country object is returned
* Spring Boot automatically serializes the object to JSON

**5)Hands on 2 REST - Get country based on country code**

**OBJECTIVE**

Create endpoint:

* URL: /country/{code}
* Method: GET
* Returns: JSON object of country that matches the code (case insensitive)
* Service class handles the logic of searching from XML.

**STEP 1: country.xml — Add a List of Countries**

**xml**

<bean id="countryList" class="java.util.ArrayList">

<constructor-arg>

<list>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="IN"/>

<property name="name" value="India"/>

</bean>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="US"/>

<property name="name" value="United States"/>

</bean>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="CN"/>

<property name="name" value="China"/>

</bean>

</list>

</constructor-arg>

</bean>

**STEP 2: CountryService.java**

**java**

package com.cognizant.springlearn.service;

import com.cognizant.springlearn.model.Country;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import org.springframework.stereotype.Service;

import java.util.List;

@Service

public class CountryService {

public Country getCountry(String code) {

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

List<Country> countryList = context.getBean("countryList", List.class);

// Case-insensitive search using stream

return countryList.stream()

.filter(c -> c.getCode().equalsIgnoreCase(code))

.findFirst()

.orElse(null); // You can throw a custom exception instead

}

}

**STEP 3: CountryController.java**

**java**

package com.cognizant.springlearn.controller;

import com.cognizant.springlearn.model.Country;

import com.cognizant.springlearn.service.CountryService;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

@RestController

public class CountryController {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryController.class);

@Autowired

private CountryService countryService;

@GetMapping("/country/{code}")

public Country getCountry(@PathVariable String code) {

LOGGER.info("START - getCountry() with code: " + code);

Country country = countryService.getCountry(code);

LOGGER.info("END - getCountry()");

return country;

}

}

**STEP 4: Run and Test**

**Run the Application**

In Eclipse, run your main Spring Boot application class (with @SpringBootApplication)

**Test the Endpoint**

**In Browser or Postman:**

**URL:**

<http://localhost:8083/country/in>

![](data:image/png;base64,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)

**//country/us, /country/CN — all will work case-insensitively.**

**6)Hands on 5 Create authentication service that returns JWT**

**STEP 1: Project Setup**

**xml**

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-security</artifactId>

</dependency>

<dependency>

<groupId>io.jsonwebtoken</groupId>

<artifactId>jjwt</artifactId>

<version>0.9.1</version>

</dependency>

**Package Structure**

arduino

com.cognizant.springsecurityjwt

controller

└──**>** AuthenticationController.java

config

└──**>** SecurityConfig.java

util

└──**>** JwtUtil.java

**1. AuthenticationController.java**

**java**

package com.cognizant.springsecurityjwt.controller;

import com.cognizant.springsecurityjwt.util.JwtUtil;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.security.core.Authentication;

import org.springframework.web.bind.annotation.\*;

import java.util.HashMap;

import java.util.Map;

@RestController

public class AuthenticationController {

@Autowired

private JwtUtil jwtUtil;

@GetMapping("/authenticate")

public Map<String, String> generateToken(Authentication authentication) {

String username = authentication.getName();

String token = jwtUtil.generateToken(username);

Map<String, String> response = new HashMap<>();

response.put("token", token);

return response;

}

}

**2. JwtUtil.java**

**java**

package com.cognizant.springsecurityjwt.util;

import io.jsonwebtoken.Jwts;

import io.jsonwebtoken.SignatureAlgorithm;

import org.springframework.stereotype.Component;

import java.util.Date;

@Component

public class JwtUtil {

private String secretKey = "mysecretkey"; // Ideally, store this in properties or env

public String generateToken(String username) {

long currentTime = System.currentTimeMillis();

return Jwts.builder()

.setSubject(username)

.setIssuedAt(new Date(currentTime))

.setExpiration(new Date(currentTime + 1000 \* 60 \* 10)) // 10 minutes

.signWith(SignatureAlgorithm.HS256, secretKey)

.compact();

}

}

**3. SecurityConfig.java**

**java**

package com.cognizant.springsecurityjwt.config;

import org.springframework.context.annotation.Bean;

import org.springframework.context.annotation.Configuration;

import org.springframework.security.config.annotation.web.builders.HttpSecurity;

import org.springframework.security.web.SecurityFilterChain;

import org.springframework.security.crypto.password.NoOpPasswordEncoder;

import org.springframework.security.crypto.password.PasswordEncoder;

@Configuration

public class SecurityConfig {

@Bean

public SecurityFilterChain filterChain(HttpSecurity http) throws Exception {

http

.csrf().disable()

.authorizeHttpRequests()

.requestMatchers("/authenticate").authenticated()

.anyRequest().permitAll()

.and()

.httpBasic(); // Enables -u user:pwd basic auth

return http.build();

}

@Bean

public PasswordEncoder passwordEncoder() {

return NoOpPasswordEncoder.getInstance(); // Only for demo purposes

}

}

**4. Add User Credentials**

**application.properties (optional)**

Add in-memory user in SecurityConfig (alternative to application.properties)

**java**

import org.springframework.security.core.userdetails.User;

import org.springframework.security.provisioning.InMemoryUserDetailsManager;

@Bean

public InMemoryUserDetailsManager userDetailsService() {

var user = User.withUsername("user")

.password("pwd")

.roles("USER")

.build();

return new InMemoryUserDetailsManager(user);

}

**5. Run & Test**

**Start your app on port 8090**

**Curl command**

curl -s -u user:pwd <http://localhost:8090/authenticate>

**Console Output:**
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